Scheme 语言概要(上)

**简介：** Scheme语言是LISP语言的一个方言(或说成变种)，它诞生于1975年的MIT，对于这个有近三十年历史的编程语言来说，它并没有象C++，java，C#那样受到商业领域的青睐，在国内更是显为人知。但它在国外的计算机教育领域内却是有着广泛应用的，有很多人学的第一门计算机语言就是Scheme语言。

作为Lisp 变体，Scheme 是一门非常简洁的计算语言，使用它的编程人员可以摆脱语言本身的复杂性，把注意力集中到更重要的问题上，从而使语言真正成为解决问题的工具。本文分为上、 [下](http://www.ibm.com/developerworks/cn/linux/l-schm/index2.html)两部分来介绍 scheme 语言。

## 一．Scheme语言的特点

Scheme语言是LISP语言的一个方言(或说成变种)，它诞生于1975年的MIT，对于这个有近三十年历史的编程语言来说，它并没有象C++，java，C#那样受到商业领域的青睐，在国内更是显为人知。但它在国外的计算机教育领域内却是有着广泛应用的，有很多人学的第一门计算机语言就是Scheme语言。

它是一个小巧而又强大的语言，作为一个多用途的编程语言，它可以作为脚本语言使用，也可以作为应用软件的扩展语言来使用，它具有元语言特性，还有很多独到的特色,以致于它被称为编程语言中的"皇后"。

下面是洪峰对Scheme语言的编程特色的归纳：

* 词法定界（Lexical Scoping）
* 动态类型（Dynamic Typing）
* 良好的可扩展性
* 尾递归（Tail Recursive）
* 函数可以作为值返回
* 支持一流的计算连续
* 传值调用（passing-by-value）
* 算术运算相对独立

本文的目的是让有编程基础（那怕是一点点）的朋友能尽快的掌握Scheme语言的语法规则，如果您在读完本文后，发现自己已经会用Scheme语言了，那么我的目的就达到了。

## 二．Scheme语言的标准与实现

**R5RS (Revised(5) Report on the Algorithmic Language Scheme)**

Scheme语言的语法规则的第5次修正稿，1998年制定，即Scheme语言的现行标准，目前大多数Scheme语言的实现都将达到或遵循此标准，并且几乎都加入了一些属于自己的扩展特色。

**Guile (GNU's extension language)**

Guile是GNU工程的一个项目，它是GNU扩展语言库，它也是Scheme语言的一个具体实现；如果你将它作为一个库打包，可以把它链接到你的应用程序中去，使你的应用程序具有自己的脚本语言，这个脚本语言目前就是Scheme语言。

Guile可以在LINUX和一些UNIX系统上运行，下面是简单的安装过程：

下载guile-1.6.4版，文件名为guile-1.6.4.tar.gz，执行下面的命令：

|  |
| --- |
| tar xvfz guile-1.6.4.tar.gz  cd guile-1.6.4  ./configure  make  make install |

如此，即可以执行命令guile，进入guile>提示符状态，输入调试Scheme程序代码了，本文的所有代码都是在guile下调试通过。

**其它实现**

除了Guile外，Scheme语言的实现还有很多，如：GNU/MIT-Scheme， SCI，Scheme48，DrScheme等，它们大多是开源的，可以自由下载安装使用，并且跨平台的实现也很多。你会发现既有象basic的Scheme语言解释器，也有将Scheme语言编译成C语言的编译器，也有象JAVA那样将Scheme语言代码编译成虚拟机代码的编译器。

## 三．基本概念

**注释**

Scheme语言中的注释是单行注释，以分号[;]开始一直到行尾结束，其中间的内容为注释，在程序运行时不做处理，如：

|  |
| --- |
| ; this is a scheme comment line. |

标准的Scheme语言定义中没有多行注释，不过在它的实现中几乎都有。在Guile中就有多行注释，以符号组合"#!"开始，以相反的另一符号组合"!#"结束，其中内容为注释，如：

|  |
| --- |
| #!  there are scheme comment area.  you can write mulity lines here .  !# |

注意的是，符号组合"#!"和"!#"一定分做两行来写。

**Scheme用做脚本语言**

Scheme语言可以象sh，perl，python等语言那样作为一种脚本语言来使用，用它来编写可执行脚本，在Linux中如果通过Guile用Scheme语言写可执行脚本，它的第一行和第二行一般是类似下面的内容：

|  |
| --- |
| #! /usr/local/bin/guile -s  !# |

这样的话代码在运行时会自动调用Guile来解释执行，标准的文件尾缀是".scm"。

**块(form)**

块(form)是Scheme语言中的最小程序单元，一个Scheme语言程序是由一个或多个form构成。没有特殊说明的情况下 form 都由小括号括起来，形如：

|  |
| --- |
| (define x 123)  (+ 1 2)  (\* 4 5 6)  (display "hello world") |

一个 form 也可以是一个表达式，一个变量定义，也可以是一个过程。

**form嵌套**

Scheme语言中允许form的嵌套，这使它可以轻松的实现复杂的表达式，同时也是一种非常有自己特色的表达式。下图示意了嵌套的稍复杂一点的表达式的运算过程：
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**变量定义**

可以用define来定义一个变量，形式如下：   
(define 变量名 值)

如： (define x 123) ，定义一个变量x，其值为123。

**更改变量的值**

可以用set!来改变变量的值，格式如下：   
(set! 变量名值)

如： (set! x "hello") ，将变量x的值改为"hello" 。

Scheme语言是一种高级语言，和很多高级语言(如python，perl)一样，它的变量类型不是固定的，可以随时改变。

## 四．数据类型

**1. 简单数据类型**

**逻辑型(boolean)**

最基本的数据类型，也是很多计算机语言中都支持的最简单的数据类型，只能取两个值：#t，相当于其它计算机语言中的 TRUE；#f，相当于其它计算机语言中的 FALSE。

Scheme语言中的boolean类型只有一种操作：not。其意为取相反的值，即：

|  |
| --- |
| (not #f) => #t  (not #t) => #f |

not的引用，与逻辑非运算操作类似

|  |
| --- |
| guile> (not 1)  #f  guile> (not (list 1 2 3))  #f  guile> (not 'a)  #f |

从上面的操作中可以看出来，只要not后面的参数不是逻辑型，其返回值均为#f。

**数字型(number)**

它又分为四种子类型：整型(integer)，有理数型(rational)，实型(real)，复数型(complex)；它们又被统一称为数字类型(number)。

如：复数型(complex) 可以定义为 (define c 3+2i)   
实数型（real）可以定义为 (define f 22/7)   
有理数型（rational）可以定义为 (define p 3.1415)   
整数型(integer) 可以定义为 (define i 123)

Scheme语言中，数字类型的数据还可以按照进制分类，即二进制，八进制，十进制和十六进制，在外观形式上它们分别以符号组合 #b、 #o、 #d、 #x 来作为表示数字进制类型的前缀，其中表示十进制的#d可以省略不写，如：二进制的 #b1010 ，八进制的 #o567，十进制的123或 #d123，十六进制的 #x1afc 。

Scheme语言的这种严格按照数学定理来为数字类型进行分类的方法可以看出Scheme语言里面渗透着很深的数学思想，Scheme语言是由数学家们创造出来的，在这方面表现得也比较鲜明。

**字符型(char)**

Scheme语言中的字符型数据均以符号组合 "#\" 开始，表示单个字符，可以是字母、数字或"[ ! $ % & \* + - . / : %lt; = > ? @ ^ \_ ~ ]"等等其它字符，如：   
#\A 表示大写字母A，#\0表示字符0，   
其中特殊字符有：#\space 表示空格符和 #\newline 表示换行符。

**符号型(symbol)**

符号类型是Scheme语言中有多种用途的符号名称，它可以是单词，用括号括起来的多个单词，也可以是无意义的字母组合或符号组合，它在某种意义上可以理解为C中的枚举类型。看下面的操作：

|  |
| --- |
| guile> (define a (quote xyz)) ; 定义变量a为符号类型，值为xyz  guile> a  xyz  guile> (define xyz 'a) ; 定义变量xyz为符号类型，值为a  guile> xyz  a |

此处也说明单引号' 与quote是等价的，并且更简单一些。符号类型与字符串不同的是符号类型不能象字符串那样可以取得长度或改变其中某一成员字符的值，但二者之间可以互相转换。

**2. 复合数据类型**

可以说复合数据类型是由基本的简单数据类型通过某种方式加以组合形成的数据类型，特点是可以容纳多种或多个单一的简单数据类型的数据，多数是基于某一种数学模型创建的。

字符串(string) 由多个字符组成的数据类型，可以直接写成由双引号括起的内容，如："hello" 。下面是Guile中的字符串定义和相关操作：

|  |
| --- |
| guile> (define name "tomson")  guile> name  "tomson"  guile> (string-length name) ; 取字符串的长度  6  guile> (string-set! name 0 #\g) ; 更改字符串首字母(第0个字符)为小写字母g (#\g)  guile> name  "gomson"  guile> (string-ref name 3) ; 取得字符串左侧第3个字符（从0开始）  #\s |

字符串还可以用下面的形式定义：

|  |
| --- |
| guile> (define other (string #\h #\e #\l #\l #\o ))  guile> other  "hello" |

字符串中出现引号时用反斜线加引号代替，如："abc\"def" 。

**点对(pair)**

我把它译成"点对"，它是一种非常有趣的类型，也是一些其它类型的基础类型，它是由一个点和被它分隔开的两个所值组成的。形如： (1 . 2) 或 (a . b) ，注意的是点的两边有空格。

这是最简单的复合数据类型，同是它也是其它复合数据类型的基础类型，如列表类型（list）就是由它来实现的。

按照Scheme语言说明中的惯例，以下我们用符号组合 "=>" 来表示表达式的值。

它用cons来定义，如： (cons 8 9) =>(8 . 9)

其中在点前面的值被称为 car ，在点后面的值被称为cdr，car和cdr同时又成为取pair的这两个值的过程，如：

|  |
| --- |
| (define p (cons 4 5)) => (4 . 5)  (car p) => 4  (cdr p) => 5 |

还可以用set-car! 和 set-cdr! 来分别设定这两个值：

|  |
| --- |
| (set-car! p "hello")  (set-cdr! p "good") |

如此，以前定义的 p 又变成了 ("hello" . "good") 这个样子了。

**列表(list)**

列表是由多个相同或不同的数据连续组成的数据类型，它是编程中最常用的复合数据类型之一，很多过程操作都与它相关。下面是在Guile中列表的定义和相关操作：

|  |
| --- |
| guile> (define la (list 1 2 3 4 ))  guile> la  (1 2 3 4)  guile> (length la) ; 取得列表的长度  4  guile> (list-ref la 3) ; 取得列表第3项的值（从0开始）  4  guile> (list-set! la 2 99) ; 设定列表第2项的值为99  99  guile> la  (1 2 99 4)  guile> (define y (make-list 5 6)) ;创建列表  guile> y  (6 6 6 6 6) |

make-list用来创建列表，第一个参数是列表的长度，第二个参数是列表中添充的内容；还可以实现多重列表，即列表的元素也是列表，如：(list (list 1 2 3) (list 4 5 6))。

**列表与pair的关系**

回过头来，我们再看看下面的定义：

|  |
| --- |
| guile> (define a (cons 1 (cons 2 (cons 3 '()))))  guile> a  (1 2 3) |

由上可见，a本来是我们上面定义的点对，最后形成的却是列表。事实上列表是在点对的基础上形成的一种特殊格式。

再看下面的代码：

|  |
| --- |
| guile> (define ls (list 1 2 3 4))  guile>ls  (1 2 3 4)  guile> (list? ls)  #t  guile> (pair? ls)  #t |

由此可见，list是pair的子类型，list一定是一个pair，而pair不是list。

|  |
| --- |
| guile> (car ls)  1  guile> (cdrls)  (2 3 4) |

其cdr又是一个列表，可见用于pair的操作过程大多可以用于list。

|  |
| --- |
| guile> (cadrls) ; 此"点对"对象的cdr的car  2  guile> (cddrls) ; 此"点对"对象的cdr的cdr  (3 4)  guile> (caddrls) ; 此"点对"对象的cdr的cdr的car  3  guile> (cdddrls) ; 此"点对"对象的cdr的cdr的cdr  (4) |

上在的操作中用到的cadr，cdddr等过程是专门对PAIR型数据再复合形成的数据操作的过程，最多可以支持在中间加四位a或d，如cdddr，caaddr等。

下图表示了由pairs定义形成的列表：

这个列表可以由pair定义为如下形式：

![](data:image/png;base64,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)

|  |
| --- |
| (define x (cons 'a (cons 'b (cons 'c (cons 'd '()))))) |

而列表的实际内容则为：(a b c d)

由pair类型还可以看出它可以轻松的表示树型结构，尤其是标准的二叉树。

**向量（vector）**

可以说是一个非常好用的类型，是一种元素按整数来索引的对象，异源的数据结构，在占用空间上比同样元素的列表要少，在外观上：

列表示为： (1 2 3 4)   
VECTOR表示为： #(1 2 3 4)   
可以正常定义：(define v (vector 3 4 5))   
也可以直接定义：(define v #(3 4 5))

vector是一种比较常用的复合类型，它的元素索引从0开始，至第 n-1 结束，这一点有点类似C语言中的数组。

关于向量表（vector）的常用操作过程：

|  |
| --- |
| guile> (define v (vector 1 2 3 4 5))  guile> v  #(1 2 3 4 5)  guile> (vector-ref v 0) ; 求第n个变量的值  1  guile> (vector-length v) ; 求vector的长度  5  guile> (vector-set! v 2 "abc") ; 设定vector第n个元素的值  guile> v  #(1 2 "abc" 4 5)  guile> (define x (make-vector 5 6)) ; 创建向量表  guile> x  #(6 6 6 6 6) |

make-vector用来创建一个向量表，第一个参数是数量，后一个参数是添充的值，这和列表中的make-list非常相似。

我们可以看出，在Scheme语言中，每种数据类型都有一些基本的和它相关的操作过程，如字符串，列表等相关的操作，这些操作过程都很有规律，过程名的单词之间都用-号隔开，很容易理解。对于学过C++的朋友来说，更类似于某个对象的方法，只不过表现的形式不同了。

**3. 类型的判断、比较、运算、转换与方法**

**类型判断**

Scheme语言中所有判断都是用类型名加问号再加相应的常量或变量构成，形如：

|  |
| --- |
| (类型? 变量) |

Scheme语言在类型定义中有比较严格的界定，如在C语言等一些语言中数字0来代替逻辑类型数据False，在Scheme语言中是不允许的。

以下为常见的类型判断和附加说明：

逻辑型：

|  |
| --- |
| (boolean? #t) => #t  (boolean? #f) => #t 因为#t和#f都是boolean类型，所以其值为#t  (boolean? 2) => #f 因为2是数字类型，所以其值为 #f |

字符型

|  |
| --- |
| (char? #\space) => #t  (char? #\newline) => #t 以上两个特殊字符：空格和换行  (char? #\f) => #t 小写字母 f  (char? #\;) => #t 分号 ;  (char? #\5) => #t 字符 5 ，以上这些都是正确的，所以返回值都是 #t  (char? 5) => #f 这是数字 5 ，不是字符类型，所以返回 #f |

数字型

|  |
| --- |
| (integer? 1) => #t  (integer? 2345) => #t  (integer? -90) => #t 以上三个数均为整数  (integer? 8.9) => #f 8.9不整数  (rational? 22/7) => #t  (rational? 2.3) => #t  (real? 1.2) => #t  (real? 3.14159) => #t  (real? -198.34) => #t 以上三个数均为实数型  (real? 23) => #t 因为整型属于实型  (number? 5) => #t  (number? 2.345) => #t  (number? 22/7) => #t |

其它型

|  |
| --- |
| (null? '()) => #t ; null意为空类型，它表示为 '() ，即括号里什么都没有的符号  (null? 5) => #f  (define x 123) 定义变量x其值为123  (symbol? x) => #f  (symbol? 'x) => #t ; 此时 'x 为符号x，并不表示变量x的值 |

在Scheme语言中如此众多的类型判断功能，使得Scheme语言有着非常好的自省功能。即在判断过程的参数是否附合过程的要求。

**比较运算**

Scheme语言中可以用<，>，<=，>=，= 来判断数字类型值或表达式的关系，如判断变量x是否等于零，它的形式是这样的：(= x 0) ，如x的值为0则表达式的值为#t，否则为#f。

还有下面的操作：

|  |
| --- |
| (eqv? 34 34) => #t  (= 34 34) => #t |

以上两个form功能相同，说明eqv? 也可以用于数字的判断。

在Scheme语言中有三种相等的定义，两个变量正好是同一个对象；两个对象具有相同的值；两个对象具有相同的结构并且结构中的内容相同。除了上面提到的符号判断过程和eqv?外，还有eq?和equal?也是判断是否相等的过程。

**eq?，eqv?，equal?**

eq?，eqv?和equal?是三个判断两个参数是否相等的过程，其中eq?和eqv?的功能基本是相同的，只在不同的Scheme语言中表现不一样。

eq?是判断两个参数是否指向同一个对象，如果是才返回#t；equal?则是判断两个对象是否具有相同的结构并且结构中的内容是否相同，它用eq?来比较结构中成员的数量；equal?多用来判断点对，列表，向量表，字符串等复合结构数据类型。

|  |
| --- |
| guile> (define v (vector 3 4 5))  guile> (define w #(3 4 5)) ; w和v都是vector类型，具有相同的值#(3 4 5)  guile> (eq? v w)  #f ; 此时w和v是两个对象  guile> (equal? v w)  #t ; 符合equal?的判断要求 |

以上操作说明了eq? 和equal? 的不同之处，下面的操作更是证明了这一点：

|  |
| --- |
| guile> (define x (make-vector 5 6))  guile> x  #(6 6 6 6 6)  guile> (eq? x x) ; 是同一个对象，所以返回#t  #t  guile> (define z (make-vector 5 6))  guile> z  #(6 6 6 6 6)  guile> (eq? x z) ; 不是同一个对象  #f  guile> (equal? x z) ; 结构相同，内容相同，所以返回#t  #t |

**算术运算**

Scheme语言中的运算符有：   
+ , - , \* , / 和expt (指数运算)   
其中 - 和 / 还可以用于单目运算，如：

|  |
| --- |
| (- 4) => -4  (/ 4) => 1/4 |

此外还有许多扩展的库提供了很多有用的过程，

|  |
| --- |
| max 求最大 (max 8 89 90 213) => 213  min 求最小 (min 3 4 5 6 7) => 3  abs 求绝对值 (abs -7) ==> 7 |

除了max，min，abs外，还有很多数学运算过程，这要根据你用的Scheme语言的运行环境有关，不过它们大多是相同的。在R5RS中规定了很多运算过程，在R5RS的参考资料中可以很容易找到。

**转换**

Scheme语言中用符号组合"->"来标明类型间的转换（很象C语言中的指针）的过程，就象用问号来标明类型判断过程一样。下面是一些常见的类型转换过程：

|  |
| --- |
| guile> (number->string 123) ; 数字转换为字符串  "123"  guile> (string->number "456") ; 字符串转换为数字  456  guile> (char->integer #\a) ;字符转换为整型数，小写字母a的ASCII码值为96  97  guile> (char->integer #\A) ;大写字母A的值为65  65  guile> (integer->char 97) ;整型数转换为字符  #\a  guile> (string->list "hello") ;字符串转换为列表  (#\h #\e #\l #\l #\o)  guile> (list->string (make-list 4 #\a)) ; 列表转换为字符串  "aaaa"  guile> (string->symbol "good") ;字符串转换为符号类型  good  guile> (symbol->string 'better) ;符号类型转换为字符串  "better" |

## 五．过程定义

**过程（Procedure）**

在Scheme语言中，过程相当于C语言中的函数，不同的是Scheme语言过程是一种数据类型，这也是为什么Scheme语言将程序和数据作为同一对象处理的原因。如果我们在Guile提示符下输入加号然后回车，会出现下面的情况：

|  |
| --- |
| guile> +  #<primitive-procedure +> |

这告诉我们"+"是一个过程，而且是一个原始的过程，即Scheme语言中最基础的过程，在GUILE中内部已经实现的过程，这和类型判断一样，如boolean?等，它们都是Scheme语言中最基本的定义。注意：不同的Scheme语言实现环境，出现的提示信息可能不尽相同，但意义是一样的。

define不仅可以定义变量，还可以定义过程，因在Scheme语言中过程（或函数）都是一种数据类型，所以都可以通过define来定义。不同的是标准的过程定义要使用lambda这一关键字来标识。

**Lambda关键字**

Scheme语言中可以用lambda来定义过程，其格式如下：   
(define 过程名 ( lambda (参数 ...) (操作过程 ...)))

我们可以自定义一个简单的过程，如下：

|  |
| --- |
| (define add5 (lambda (x) (+ x 5))) |

此过程需要一个参数，其功能为返回此参数加5 的值，如：

|  |
| --- |
| (add5 11) => 16 |

下面是简单的求平方过程square的定义：

|  |
| --- |
| (define square (lambda (x) (\* x x))) |

**与lambda相同的另一种方式**

在Scheme语言中，也可以不用lambda，而直接用define来定义过程，它的格式为：   
(define (过程名参数) (过程内容 …))

如下面操作：

|  |
| --- |
| (define (add6 x) (+ x 6))  add6  #<procedure: add6 (x)>说明add6是一个过程，它有一个参数x  (add6 23) => 29 |

再看下面的操作：

|  |
| --- |
| guile> (define fun  (lambda(proc x y)  (proc x y)))  guile> fun  #<procedure fun (proc x y)>  guile> (fun \* 5 6)  30  guile> (fun / 30 3)  10 |

**更多的过程定义**

上面定义的过程fun有三个参数，其中第一个参数proc也是一个操作过程（因为在Scheme语言中过程也是一种数据，可以作为过程的参数），另外两个参数是数值，所以会出现上面的调用结果。

|  |
| --- |
| guile> (define add  (lambda (x y)  (+ x y)))  guile> add  #<procedure add (x y)>  guile> (fun add 100 200)  300 |

继续上面操作，我们定义一个过程add，将add作为参数传递给fun过程，得出和(fun + 100 200)相同的结果。

|  |
| --- |
| guile> ((lambda (x) (+ x x)) 5)  10 |

上面的 (lambda(x) (+ x x)) 事实上是简单的过程定义，在后面直接加上操作参数5，得出结果10，这样实现了匿名过程，直接用过程定义来操作参数，得出运算结果。

通过上面的操作，相信你已初步了解了过程的用法。既然过程是一种数据类型，所以将过程作为过程的参数是完全可以的。以下过程为判断参数是否为过程，给出一个参数，用 procedure? 来判断参数是否为过程，采用if结构（关于if结构见下面的介绍）：

|  |
| --- |
| guile> (define isp  (lambda (x)  (if (procedure? x) 'isaprocedure 'notaprocedure)))  guile>isp  #<procedure isp (x)>  guile> (isp 0)  notaprocedure  guile> (isp +)  isaprocedure |

上面的过程就体现了Scheme语言的参数自省（辨别）能力，'0'是数字型，所以返回notaprocedure；而'+'是一个最基础的操作过程，所以返回isaprocedure。

**过程的嵌套定义**

在Scheme语言中，过程定义也可以嵌套，一般情况下，过程的内部过程定义只有在过程内部才有效，相当C语言中的局部变量。

如下面的代码的最终结果是50：

|  |
| --- |
| (define fix  (lambda (x y z)  (define add  (lambda (a b) (+ a b)))  (- x (add y z))))  (display (fix 100 20 30)) |

此时过程add只在fix过程内部起做用，这事实上涉及了过程和变量的绑定，可以参考下面的关于过程绑定（let，let\* 和letrec）的介绍。

过程是初学者难理解的一个关键，随着过程参数的增加和功能的增强，过程的内容变得越来越复杂，小括号也会更多，如果不写出清晰的代码的话，读代码也会成为一个难题。

熟悉了 scheme 基本概念、数据类型和过程（函数）后， [下一部分](http://www.ibm.com/developerworks/cn/linux/l-schm/index2.html)我们来学习 scheme 的结构、递归调用和其他扩展功能。

Scheme 语言概要（下）

谈完了 [scheme 的基本概念、数据类型和过程](http://www.ibm.com/developerworks/cn/linux/l-schm/index1.html)，我们接着介绍 scheme 的结构、递归调用、变量和过程的绑定、输入输出等功能。

## 一．常用结构

**顺序结构**

也可以说成由多个form组成的form，用begin来将多个form放在一对小括号内，最终形成一个form。格式为：(begin form1 form2 …)

如用Scheme语言写成的经典的helloworld程序是如下样子的：

|  |
| --- |
| (begin  (display "Hello world!") ; 输出"Hello world!"  (newline)) ; 换行 |

**if结构**

Scheme语言的if结构有两种格式，一种格式为：(if 测试过程1 过程2)，即测试条件成立则执行过程1，否则执行过程2。例如下面代码：

|  |
| --- |
| (if (= x 0)  (display "is zero")  (display "not zero")) |

还有另一种格式：(if 测试过程) ，即测试条件成立则执行过程。例如下面代码：

|  |
| --- |
| (if (< x 100) (display "lower than 100")) |

根据类型判断来实现自省功能，下面代码判断给定的参数是否为字符串：

|  |
| --- |
| (define fun  (lambda ( x )  (if (string? x)  (display "is a string")  (display "not a string")))) |

如执行 (fun 123) 则返回值为"not a string"，这样的功能在C++或JAVA中实现的话可能会很费力气。

**cond结构**

Scheme语言中的cond结构类似于C语言中的switch结构，cond的格式为：

|  |
| --- |
| (cond ((测试) 操作) … (else 操作)) |

如下是在Guile中的操作：

|  |
| --- |
| guile> (define w (lambda (x)  (cond ((< x 0) 'lower)  ((> x 0) 'upper)  (else 'equal))))  guile> w  #<procedure w (x)>  guile> (w 9)  upper  guile> (w -8)  lower  guile> (w 0)  equal |

上面程序代码中，我们定义了过程w，它有一个参数x，如果x的值大于0，则返回符号upper，如x的值小于0则返回符号lower，如x 的值为0则返回符号equal。

下载已做成可执行脚本的 [例程](http://www.ibm.com/developerworks/cn/linux/l-schm/tc.scm)。

cond可以用if形式来写，上面的过程可以如下定义：

|  |
| --- |
| guile> (define ff  (lambda (x)  (if (< x 0) 'lower  (if (> x 0) 'upper 'zero))))  guile>ff  #<procedure ff (x)>  guile> (ff 9)  upper  guile> (ff -9)  lower  guile> (ff 0)  zero |

这在功能上是和cond一样的，可以看出cond实际上是实现了if的一种多重嵌套。

**case结构**

case结构和cond结构有点类似，它的格式为：

(case (表达式) ((值) 操作)) ... (else 操作)))

case结构中的值可以是复合类型数据，如列表，向量表等，只要列表中含有表达式的这个结果，则进行相应的操作，如下面的代码：

|  |
| --- |
| (case (\* 2 3)  ((2 3 5 7) 'prime)  ((1 4 6 8 9) 'composite)) |

上面的例子返回结果是composite，因为列表(1 4 6 8 9)中含有表达式(\* 2 3)的结果6；下面是在Guile中定义的func过程，用到了case结构：

|  |
| --- |
| guile> (define func  (lambda (x y)  (case (\* x y)  ((0) 'zero)  (else 'nozero))))  guile>func  #<procedure func (x y)>  guile> (func 2 3)  nozero  guile> (func 2 0)  zero  guile> (func 0 9)  zero  guile> (func 2 9)  nozero |

可以下载另一个脚本文件 [te.scm](http://www.ibm.com/developerworks/cn/linux/l-schm/te.scm)，参考一下。

**and结构**

and结构与逻辑与运算操作类似，and后可以有多个参数，只有它后面的参数的表达式的值都为#t时，它的返回值才为#t，否则为#f。看下面的操作：

|  |
| --- |
| guile> (and (boolean? #f) (< 8 12))  #t  guile> (and (boolean? 2) (< 8 12))  #f  guile> (and (boolean? 2) (> 8 12))  #f |

如果表达式的值都不是boolean型的话，返回最后一个表达式的值，如下面的操作：

|  |
| --- |
| guile> (and (list 1 2 3) (vector 'a 'b 'c))  #(a b c)  guile> (and 1 2 3 4 )  4  guile> (and 'e 'd 'c 'b 'a)  a |

**or结构**

or结构与逻辑或运算操作类似，or后可以有多个参数，只要其中有一个参数的表达式值为#t，其结果就为#t，只有全为#f时其结果才为#f。如下面的操作：

|  |
| --- |
| guile> (or #f #t)  #t  guile> (or #f #f)  #f  guile> (or (rational? 22/7) (< 8 12))  #t  guile> (rational? 22/7)  #t  guile> (real? 22/7)  #t  guile> (or (real? 4+5i) (integer? 3.22))  #f |

我们还可以用and和or结构来实现较复杂的判断表达式，如在C语言中的表达式：

|  |
| --- |
| ((x > 100) && (y < 100)) 和 ((x > 100) || (y > 100)) |

在Scheme中可以表示为：

|  |
| --- |
| guile> (define x 123)  guile> (define y 80)  guile> (and (> x 100) (< y 100))  #t  guile> (or (> x 100) (> y 100))  #t |

Scheme语言中只有if结构是系统原始提供的，其它的cond，case，and，or，另外还有do，when，unless等都是可以用宏定义的方式来定义的，这一点充分体现了Scheme的元语言特性，关于do，when等结构的使用可以参考R5RS。

## 二．递归调用

**用递归实现阶乘**

在Scheme语言中，递归是一个非常重要的概念，可以编写简单的代码很轻松的实现递归调用，如下面的阶乘过程定义：

|  |
| --- |
| (define factoral (lambda (x)  (if (<= x 1) 1  (\* x (factoral (- x 1)))))) |

我们可以将下面的调用(factoral 4)，即4的阶乘的运算过程图示如下：

以下为factoral过程在Guile中的运行情况：
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|  |
| --- |
| guile> (define factoral (lambda (x) (if (<= x 1) 1 (\* x (factoral (- x 1))))))  guile>factoral  #<procedure factoral (x)>  guile> (factoral 4)  24 |

**另一种递归方式**

下面是一另一种递归方式的定义：

|  |
| --- |
| (define (factoral n)  (define (iter product counter)  (if (> counter n)  product  (iter (\* counter product) (+ counter 1))))  (iter 1 1))  (display (factoral 4)) |

这个定义的功能和上面的完全相同，只是实现的方法不一样了，我们在过程内部实现了一个过程iter，它用counter参数来计数，调用时从1开始累计，这样它的展开过程正好和我们上面的递归过程的从4到1相反，而是从1到4。

**循环的实现**

在Scheme语言中没有循环结构，不过循环结构可以用递归来很轻松的实现（在Scheme语言中只有通过递归才能实现循环）。对于用惯了C语言循环的朋友，在Scheme中可以用递归简单实现：

|  |
| --- |
| guile> (define loop  (lambda(x y)  (if (<= x y)  (begin (display x) (display #\\space) (set! x (+ x 1))  (loop x y)))))  guile> loop  #<procedure loop (x y)>  guile> (loop 1 10)  1 2 3 4 5 6 7 8 9 10 |

这只是一种简单的循环定义，过程有两个参数，第一个参数是循环的初始值，第二个参数是循环终止值，每次增加1。相信读者朋友一定会写出更漂亮更实用的循环操作来的。

## 三．变量和过程的绑定

**let，let\*，letrec**

在多数编程语言中都有关于变量的存在的时限问题，Scheme语言中用let，let\*和letrec来确定变量的存在的时限问题，即局部变量和全局变量，一般情况下，全局变量都用define来定义，并放在过程代码的外部；而局部变量则用let等绑定到过程内部使用。

用let可以将变量或过程绑定在过程的内部，即实现局部变量：

|  |
| --- |
| guile> let  #<primitive-macro! let> |

从上面的操作可以看出let是一个原始的宏，即guile内部已经实现的宏定义。

下面的代码显示了let的用法（注意多了一层括号）：

|  |
| --- |
| guile> (let ((x 2) (y 5)) (\* x y))  10 |

它的格式是：(let ((…)…) …)，下面是稍复杂的用法：

|  |
| --- |
| guile> (let ((x 5))  (define foo (lambda (y) (bar x y)))  (define bar (lambda (a b) (+ (\* a b) a)))  (foo (+ x 3)))  45 |

以上是Guile中的代码实现情况。它的实现过程大致是：(foo 8) 展开后形成 (bar 5 8)，再展开后形成 (+ (\* 5 8) 5) ，最后其值为45。

再看下面的操作：

|  |
| --- |
| guile> (let ((iszero?  (lambda(x)  (if (= x 0) #t #f))))  (iszero? 9))  #f  guile> (iszero? 0) ;此时会显示出错信息 |

let的绑定在过程内有效，过程外则无效，这和上面提到的过程的嵌套定是一样的，上面的iszero?过程在操作过程内定义并使用的，操作结束后再另行引用则无效，显示过程未定义出错信息。

下面操作演示了let\*的用法：

|  |
| --- |
| guile> (let ((x 2) (y 5))  (let\* ((x 6)(z (+ x y))) ;此时x的值已为6，所以z的值应为11，如此最后的值为66  (\* z x)))  66 |

还有letrec，看下面的操作过程：

|  |
| --- |
| guile> (letrec ((even?  (lambda(x)  (if (= x 0) #t  (odd? (- x 1)))))  (odd?  (lambda(x)  (if (= x 0) #f  (even? (- x 1))))))  (even? 88))  #t |

上面的操作过程中，内部定义了两个判断过程even?和odd?，这两个过程是互相递归引用的，如果将letrec换成let或let\*都会不正常，因为letrec是将内部定义的过程或变量间进行相互引用的。看下面的操作：

|  |
| --- |
| guile> (letrec ((countdown  (lambda (i)  (if (= i 0) 'listoff  (begin (display i) (display ",")  (countdown (- i 1)))))))  (countdown 10))  10,9,8,7,6,5,4,3,2,1,listoff |

letrec帮助局部过程实现递归的操作，这不仅在letrec绑定的过程内，而且还包括所有初始化的东西，这使得在编写较复杂的过程中经常用到letrec，也成了理解它的一个难点。

**apply**

apply的功能是为数据赋予某一操作过程，它的第一个参数必需是一个过程，随后的其它参数必需是列表，如：

|  |
| --- |
| guile> (apply + (list 2 3 4))  9  guile> (define sum  (lambda (x )  (apply + x))) ; 定义求和过程  guile> sum  #<procedure sum (x)>  guile> (define ls (list 2 3 4 5 6))  guile>ls  (2 3 4 5 6)  guile> (sum ls)  20  guile> (define avg  (lambda(x)  (/ (sum x) (length x)))) ; 定义求平均过程  guile>avg  #<procedure avg (x)>  guile> (avgls)  4 |

以上定义了求和过程sum和求平均的过程avg，其中求和的过程sum中用到了apply来绑定"+"过程操作到列表，结果返回列表中所有数的总和。

**map**

map的功能和apply有些相似，它的第一个参数也必需是一个过程，随后的参数必需是多个列表，返回的结果是此过程来操作列表后的值，如下面的操作：

|  |
| --- |
| guile> (map + (list 1 2 3) (list 4 5 6))  (5 7 9)  guile> (map car '((a . b)(c . d)(e . f)))  (a c e) |

除了apply，map以外，Scheme语言中还有很多，诸如：eval，delay，for-each，force，call-with-current-continuation等过程绑定的操作定义，它们都无一例外的提供了相当灵活的数据处理能力，也就是另初学者望而生畏的算法，当你仔细的体会了运算过程中用到的简直妙不可言的算法后，你就会发现Scheme语言设计者的思想是多么伟大。

## 四．输入输出

Scheme语言中也提供了相应的输入输出功能，是在C基础上的一种封装。

**端口**

Scheme语言中输入输出中用到了端口的概念，相当于C中的文件指针，也就是Linux中的设备文件，请看下面的操作：

|  |
| --- |
| guile> (current-input-port)  #<input: standard input /dev/pts/0> ;当前的输入端口  guile> (current-output-port)  #<output: standard output /dev/pts/0> ;当前的输出端口 |

判断是否为输入输出端口，可以用下面两个过程：input-port? 和output-port? ，其中input-port?用来判断是否为输入端口，output-port?用来判断是否为输出端口。

open-input-file，open-output-file，close-input-port，close-output-port这四个过程用来打开和关闭输入输出文件，其中打开文件的参数是文件名字符串，关闭文件的参数是打开的端口。

**输入**

打开一个输入文件后，返回的是输入端口，可以用read过程来输入文件的内容：

|  |
| --- |
| guile> (define port (open-input-file "readme"))  guile> port  #<input: readme 4>  guile> (read port)  GUILE语言 |

上面的操作打开了readme文件，并读出了它的第一行内容。此外还可以直接用read过程来接收键盘输入，如下面的操作：

|  |
| --- |
| guile> (read) ; 执行后即等待键盘输入  12345  12345  guile> (define x (read)) ; 等待键盘输入并赋值给x  12345  guile> x  12345 |

以上为用read来读取键入的数字，还可以输入字符串等其它类型数据：

|  |
| --- |
| guile> (define name (read))  tomson  guile> name  tomson  guile> (string? name)  #f  guile> (symbol? name)  #t |

此时输入的tomson是一个符号类型，因为字符串是用引号引起来的，所以出现上面的情况。下面因为用引号了，所以(string? str)返回值为#t 。

|  |
| --- |
| guile> (define str (read))  "Johnson"  guile>str  "Johnson"  guile> (string? str)  #t |

还可以用load过程来直接调用Scheme语言源文件并执行它，格式为：(load "filename")，还有read-char过程来读单个字符等等。

**输出**

常用的输出过程是display，还有write，它的格式是：(write 对象端口)，这里的对象是指字符串等常量或变量，端口是指输出端口或打开的文件。下面的操作过程演示了向输出文件temp中写入字符串"helloworld"，并分行的实现。

|  |
| --- |
| [root@toymouse test]# guile  guile> (define port1 (open-output-file "temp")) ; 打开文件端口赋于port1  guile> port1  #<output: temp 3>  guile> (output-port? port1)  #t ; 此时证明port1为输出端口  guile> (write "hello\\nworld" port1)  guile> (close-output-port port1)  guile> (exit) ; 写入数据并关闭退出  [root@toymouse test]# more temp 显示文件的内容，达到测试目的  "hello  world" |

在输入输出操作方面，还有很多相关操作，读者可以参考R5RS的文档。

## 五．语法扩展

Scheme语言可以自己定义象cond，let等功能一样的宏关键字。标准的Scheme语言定义中用define-syntax和syntax-rules来定义，它的格式如下：

|  |
| --- |
| (define-syntax 宏名  (syntax-rules()  ((模板) 操作))  . . . )) |

下面定义的宏start的功能和begin相同，可以用它来开始多个块的组合：

|  |
| --- |
| (define-syntax start  (syntax-rules ()  ((start exp1)  exp1)  ((start exp1 exp2 ...)  (let ((temp exp1)) (start exp2 ...))) )) |

这是一个比较简单的宏定义，但对理解宏定义来说是比较重要的，理解了他你才会进一步应用宏定义。在规则 ((start exp1) exp1) 中，(start exp1) 是一个参数时的模板，exp1是如何处理，也就是原样搬出，不做处理。这样 (start form1) 和 (form1) 的功能就相同了。

在规则 ((start exp1 exp2 ...) (let ((temp exp1)) (start exp2 ...))) 中，(start exp1 exp2 …) 是多个参数时的模板，首先用let来绑定局部变量temp为exp1，然后用递归实现处理多个参数，注意这里说的是宏定义中的递归，并不是过程调用中的递归。另外在宏定义中可以用省略号（三个点）来代表多个参数。

在Scheme的规范当中，将表达式分为原始表达式和有源表达式，Scheme语言的标准定义中只有原始的if分支结构，其它均为有源型，即是用后来的宏定义成的，由此可见宏定义的重要性。附上面的定义在GUILE中实现的 [代码](http://www.ibm.com/developerworks/cn/linux/l-schm/tx.scm)。

## 六. 其它功能

**1. 模块扩展**

在R5RS中并未对如何编写模块进行说明，在诸多的Scheme语言的实现当中，几乎无一例外的实现了模块的加载功能。所谓模块，实际就是一些变量、宏定义和已命名的过程的集合，多数情况下它都绑定在一个Scheme语言的符号下（也就是名称）。在Guile中提供了基础的ice-9模块，其中包括POSIX系统调用和网络操作、正则表达式、线程支持等等众多功能，此外还有著名的SFRI模块。引用模块用use-modules过程，它后面的参数指定了模块名和我们要调用的功能名，如：(use-modules (ice-9 popen))，如此后，就可以应用popen这一系统调用了。如果你想要定义自己的模块，最好看看ice-9目录中的那些tcm文件，它们是最原始的定义。

另外Guile在面向对象编程方面，开发了GOOPS（Guile Object-Oriented Programming System），对于喜欢OO朋友可以研究一下它，从中可能会有新的发现。

**2. 如何输出漂亮的代码**

如何编写输出漂亮的Scheme语言代码应该是初学者的第一个问题，这在Guile中可以用ice-9扩展包中提供的pretty-print过程来实现，看下面的操作：

|  |
| --- |
| guile> (use-modules (ice-9 pretty-print)) ; 引用漂亮输出模块  guile> (pretty-print '(define fix (lambda (n)  (cond ((= n 0) 'iszero)  ((< n 0) 'lower)  (else 'upper))))) ; 此处是我们输入的不规则代码  (define fix  (lambda (n)  (cond ((= n 0) 'iszero)  ((< n 0) 'lower)  (else 'upper)))) ; 输出的规则代码 |

**3. 命令行参数的实现**

在把Scheme用做shell语言时，经常用到命令行参数的处理，下面是关于命令行参数的一种处理方法：

|  |
| --- |
| #! /usr/local/bin/guile -s  !#  (define cmm (command-line))  (display "应用程序名称：")  (display (car cmm))  (newline)  (define args (cdrcmm))  (define long (length args))  (define loop (lambda (count lenobj)  (if (<= count len)  (begin  (display "参数 ")  (display count)  (display " 是：")  (display (list-ref obj (- count 1)))  (newline)  (set! count (+ count 1))  (loop count lenobj)))))  (loop 1 long args) |

下面是运行后的输出结果：

|  |
| --- |
| [root@toymouse doc]# ./tz.scmabc 123 ghi  应用程序名称：./tz.scm  参数 1 是：abc  参数 2 是：123  参数 3 是：ghi |

其中最主要的是用到了command-line过程，它的返回结果是命令参数的列表，列表的第一个成员是程序名称，其后为我们要的参数，定义loop递归调用形成读参数的循环，显示出参数值，达到我们要的结果。

**4. 特殊之处**

**一些精确的自己计算自己的符号**

|  |
| --- |
| 数字 Numbers 2 ==> 2  字符串 Strings "hello" ==> "hello"  字符 Charactors #\\g ==> #\\g  辑值 Booleans #t ==> #t  量表 Vectors #(a 2 5/2) ==> #(a 2 5/2) |

**通过变量计算来求值的符号**

如：

|  |
| --- |
| x ==> 9  -list ==> ("tom" "bob" "jim")  factoral ==> #<procedure: factoral>  ==> #<primitive: +> |

**define 特殊的form**

(define x 9) ，define不是一个过程，它是一个不用求所有参数值的特殊的form，它的操作步骤是，初始化空间，绑定符号x到此空间，然后初始此变量。

**必须记住的东西**

下面的这些定义、过程和宏等是必须记住的：

define，lambda，let，lets，letrec，quote，set!，if，case，cond，begin，and，or等等，当然还有其它宏，必需学习，还有一些未介绍，可参考有关资料。

走进Scheme语言的世界，你就发现算法和数据结构的妙用随处可见，可以充分的检验你对算法和数据结构的理解。Scheme语言虽然是古老的函数型语言的继续，但是它的里面有很多是在其它语言中学不到的东西，我想这也是为什么用它作为计算机语言教学的首选的原因吧。